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I. INTRODUCTION

The rapid evolution of computer technology raises difficult questions about the scope of protection the law should afford computer programs. Computer programs are uniquely different from traditional literary works protected by the copyright laws because they have machine-like properties, are primarily functional in nature, and frequently are distributed in a form that humans cannot read. Despite these differences, however, computer programs have received protection under the copyright paradigm along with literary and artistic works. The United States historically has employed a highly

---

1. Copyright laws are grounded in the Constitution. See Patent and Copyright Clause, U.S. Const. Art. I, § 8, cl. 8 (empowering Congress "[t]o promote the Progress of Science and useful Arts, by securing for limited Times to Authors and Inventors the exclusive Right to their respective Writings and Discoveries"). The laws are designed to balance the policies favoring protection with those favoring nonprotection. Brief Amicus Curiae of Eleven Copyright Law Professors 4-5, Sega Enter. Ltd. v. Accolade, Inc., 977 F.2d 1510 (9th Cir. 1992) (No. 92-15655), reprinted in 33 Jurimetrics J. 147, 149-50 (1992) (stating that copyright law "represents a balance between policies favoring protection, such as basic fairness to authors and incentives to authorship, and policies favoring nonprotection, such as the free flow of knowledge and ideas and the social advantages resulting from one author's building on the work of another"). See also Whelan Assoc., Inc. v. Jaslow Dental Lab., Inc., 797 F.2d 1222, 1235 (3d Cir. 1986).


For many years the courts enforcing the copyright laws have struggled to establish a delicate equilibrium between (1) providing authors with incentives to create by affording protection and (2) limiting the extent of protection to avoid monopolistic effects. Computer Assoc. Int'l, Inc. v. Altas, Inc., 982 F.2d 693, 696 (2d Cir. 1992). Thus, the copyright laws encourage competitors to copy the underlying, unprotected ideas of a work as long as they do not copy the protectable expression. Feist Publications v. Rural Tel. Serv. Co., 111 S. Ct. 1282, 1290 (1991).

protectionist approach to computer programs,\textsuperscript{3} as evidenced by early software\textsuperscript{4} infringement decisions in which courts slowly expanded protection by prohibiting copying of not only the literal or tangible aspects\textsuperscript{5} of computer programs but also the nonliteral elements.\textsuperscript{6} Recently, some courts have made an underlying shift in their interpretation of legal doctrine and policy from a broad standard of infringement that favors software copyright owners to a more narrow standard.\textsuperscript{7}

Today's central controversial issue is whether the law should allow competitors to reverse engineer\textsuperscript{8} a computer program to ascertain its underlying ideas, interface specifications, and protocols.\textsuperscript{9} Many computer experts and legal scholars contend that the fair use doctrine\textsuperscript{10} permits the reverse engineering of computer programs. Others disagree and instead believe that this type of copying always infringes the rights of the copyright owner.\textsuperscript{11} This discrepancy highlights the basic tension between an author's right of control and the


\textsuperscript{4} "Software" is simply another term for a computer program.

\textsuperscript{5} Literal elements of a computer program are the written words, including the source and object code. Source code is a human-readable code. See note 16 for a definition of object code. The nonliteral aspects include non-written elements, such as structure, sequence, organization, visual displays, and interfaces. That is, nonliteral aspects of computer programs are not reduced to code. See Computer Assoc., 982 F.2d at 696; Whelan, 797 F.2d at 1248 (stating that nonliteral elements include "structure, sequence, and organization").

\textsuperscript{6} See, for example, Johnson Controls, Inc. v. Phoenix Control Sys., Inc., 886 F.2d 1173, 1175 (9th Cir. 1989) (protecting nonliteral aspects of computer programs when those components are expression rather than ideas); Whelan, 797 F.2d at 1248 (providing protection that extended beyond the literal text of computer programs to the nonliteral structure, sequence, and organization); Broderbund Software, Inc. v. Unison World, Inc., 648 F. Supp. 1127, 1133 (N.D. Cal. 1986) (protecting structure, sequence, and organization).

\textsuperscript{7} This shift began with Computer Assoc., 982 F.2d at 693. See also Sega Enter. Ltd. v. Accolade, Inc., 977 F.2d 1510 (9th Cir. 1992); Atari Games Corp. v. Nintendo of Am., Inc., 975 F.2d 832 (Fed. Cir. 1992).

\textsuperscript{8} "Reverse engineering" is a term of art that refers to the process of going backward from a finished product to the initial pieces to determine how a company made a product. The Court in Kewanee Oil Co. v. Bicron Corp., 416 U.S. 470, 476 (1974), defined reverse engineering as "a fair and honest means of finding the process which aided in its development or manufacture." See notes 26-35 and accompanying text for a more detailed discussion of reverse engineering of computer programs.

\textsuperscript{9} See notes 27-28 for an explanation of interface specifications and protocols.

\textsuperscript{10} See notes 77-112 and accompanying text for a detailed discussion of the fair use doctrine.

\textsuperscript{11} See Anthony L. Clapes, Patrick Lynch, and Mark R. Steinberg, Silicon Epics and Binary Bardes: Determining the Proper Scope of Copyright Protection for Computer Programs, 34 U.C.L.A. L. Rev. 1493, 1546 (1987) (discussing the issue of whether copyright law protects against the copying of literal text only or extends to translation, paraphrasing, and nonliteral duplication).
public's right of access to the ideas and functions of a copyrighted work.

The most recent developments in the area of reverse engineering of computer programs are *Sega Enterprises Ltd. v. Accolade, Inc.* and *Atari Games Corp. v. Nintendo of America, Inc.* In both cases, the courts radically departed from previous narrow definitions of infringement that afforded computer programs greater degrees of protection. The Federal Circuit in *Atari* rejected the plaintiff's claim that reverse engineering of a computer program constituted infringement per se. In *Sega*, the Ninth Circuit held that, as a matter of law, disassembly of the object code of a copyrighted computer program is fair use when disassembly is the only way to gain access to ideas and functions embodied in a computer program and when a legitimate reason exists for gaining access to those ideas and functions.

This Note discusses whether it is appropriate to allow reverse engineering of computer programs for the purpose of analysis or to achieve interoperability when the resulting product is created independently. Part II examines the characteristic features of computer programs that should influence the method of intellectual property protection. Part III briefly addresses the scope of copyright protection, reverse engineering, and the fair use doctrine. Next, this Note explains the case history of copyright law as applied to reverse engineering and intermediate copying of computer programs. It also addresses the fact that courts have had great difficulty distinguishing the nonliteral components from the literal components of a computer program. Part IV discusses the *Sega* and *Atari* holdings in light of the historical defenses to the necessary, intermediate copying required to reverse engineer computer programs. Part V examines the effects of these recent developments and the future of copyright law for reverse engineering cases with regard to the nonliteral components of

---

12. Copyright is a legal device that permits the author to disclose his work to others yet maintain the right to control the reproduction of the work. Register Report at 3 (cited in note 1). Copyright, an intangible, incorporeal property right of limited duration, gives the author an exclusive right to prevent others from reproducing the work. Stephen M. Stewart, *International Copyright and Neighboring Rights* § 1.06 at 4 (Butterworth, 1983). Copyright does not, however, prevent others from using their own expression of the same ideas and concepts. Register Report at 3.

13. 977 F.2d 1510 (9th Cir. 1992).


15. Id. at 844.

16. Object code is computer-readable code that originates as human-readable or source code and is translated to a format that the computer can use to perform specified tasks.


18. See text accompanying notes 188-99 for a full explanation of interoperability.
computer programs. Finally, in Part V, this Note explores whether protection of computer programs should continue to be governed by copyright law or by a new sui generis law.

II. CHARACTERISTIC FEATURES OF SOFTWARE

Although computer programs currently are considered literary works and are protected under the copyright paradigm,\(^1\) they have unique characteristics that make them very different from traditional literary works.\(^2\) In particular, most programs distributed to the public are in a machine-readable format rather than a human-readable form. Additionally, the programs themselves have many machine-like attributes. The following subparts discuss the relevant features of computer programs and the method required to change the machine-readable format to a human-readable one.

A. General Attributes

The Copyright Act classifies computer programs as literary works.\(^3\) A computer program is similar to a literary work because it consists of words, although these words actually are a list of written instructions. Unlike traditional literary works, however, these words or instructions accomplish a task and produce a result. To write a computer program, a programmer begins with a general design and eventually writes specific instructions in a higher-level computer language.\(^4\) The set of instructions written in this human-readable higher-level language\(^5\) is known as source code. Next, the programmer uses a compiler or interpreter to transform the source

---

\(^1\) See text accompanying notes 36-63 for a discussion of the scope of protection afforded computer programs.


\(^3\) "Literary works' are works . . . expressed in words, numbers, or other verbal or numerical symbols or indicia, regardless of the nature of the material objects." 17 U.S.C. § 101. See also *Apple Computer, Inc. v. Franklin Computer Corp.*, 714 F.2d 1240, 1249 (3d Cir. 1983).

\(^4\) See Whelan Assoc., Inc. *v. Jaslow Dental Lab., Inc.*, 797 F.2d 1222, 1229 (3d Cir. 1986).

\(^5\) Examples of high-level languages include Ada, Basic, Cobol, Fortran, and Pascal. See note 31 for a discussion of the difference between assembly language and high-level languages.
code into object code, a series of ones and zeroes that the computer can interpret and execute (also known as machine-readable code). Because humans cannot read the object code, this form of a computer program, unlike most literary works, does not disclose on its face the ideas underlying the work.

One can read the source code of a computer program from start to finish, just as one reads a book. Yet when the computer executes and performs the program, it almost never executes each line once in consecutive order. Instead, it performs quite differently, possibly skipping over some code and repeating other code multiple times.24

Additionally, software differs from other literary works because it is essentially functional and not creative. Creative, fanciful parts of a computer program only decrease the efficiency of the program, thus lowering its value. By contrast, creativity is highly valued in traditional literary works. Another distinction is that an engineer can create hardware25 to perform any task that software performs on a general purpose computer.

B. Reverse Engineering

Reverse engineering of a computer program essentially is an analysis of an existing program.26 Vendors usually supply only object code to customers who purchase their software; a competitor who wants to create better software or software that is capable of interacting with the original program, however, must examine human-readable code to determine how the original software operates or must study the required interface specifications27 and protocols to determine how to communicate with that system.28 A programmer who only has access to object code must reverse engineer that object code to produce a rough version of the source code. This process,

24. For a discussion of program behavior and static versus dynamic structures, see Davis, 5 Software L. J. at 306-07, 312-13 (cited in note 20).
25. “Hardware” refers to the physical components of machines, including computers and other electronic and electrical devices.
27. Interface specifications are the functional requirements that must be present in a computer program for it to work or communicate in conjunction with other software or hardware.
called decompiling\(^29\) or disassembling,\(^30\) transforms object code back 
into a terse, but human-readable, form. To accurately decipher or 
decompile a program of any size, the programmer must make an 
interim copy of the object code prior to decompilation. The focus of 
great debate in recent years is this intermediate copying that almost 
always is required for reverse engineering.

Reverse engineering of object code is not a straightforward, 
easy process. The source code for a computer program usually is 
written in a higher-level computer language that contains labels, 
comments, and mnemonic variable names that explain the program's 
instructions and identify functions of the code. These utilities are 
essential to the computer programmers who develop and maintain the 
program. When the source code is compiled or translated into object 
code, these labels, comments, and mnemonic variable names are 
stripped out of the machine-readable version of the program because 
they are useless to the computer. Analyzing this machine-readable or 
object code is unreasonably time-consuming, tedious, and error-prone. 
The only feasible option, therefore, is to decompile the object code. 
When a programmer decompiles or disassembles a computer program 
into assembly code\(^31\) however, the resulting assembly code lacks any 
of the programming utilities or human explanations. That is, the end 
product of decompilation is not the original source code but a bare-
bones interpretation of how the computer program 
operates.\(^3\)

Reading decompiled code is comparable to reading a novel that has 
been stripped of all adjectives, adverbs, articles, and other 
explanatory words; reorganized to be completely chronological with no 
chapters or paragraphs; and changed so that the characters, places,

---

29. Decompilation is the opposite of compiling a program; the result of decompiling object 
code is a dense, hard-to-read series of cryptic instructions. For an explanation of computer 
program decompilation, see generally Johnson-Laird, 5 Software L. J. at 331 (cited in note 20). 
Decompilation is one of several ways to reverse engineer a computer program. Jonathan Band 
and Laura L.F.H. McDonald, The Fair Use Bill: A Funny Thing Happened on the Way to 
Congress, 10 Computer L. 9, 16 n.12 (March 1993).

30. Disassembly and decompilation are essentially the same thing. Technically, disas-
semble refers to the transfer of code from the machine-readable format to assembly code. See 
note 31 for a description of assembly code.

31. Assembly code is a lower-level computer language that programmers can read. Often 
high-level languages first are translated to assembly code, and the assembly code is then trans-
lated to object code—that is, the assembly code is an intermediate format. Assembly code differs 
from computer to computer, whereas the high-level languages are machine independent. Because 
one line of a high-level language generally will translate into multiple lines of assembly code, the 
average programmer has more difficulty understanding or deciphering the assembly code. 
Therefore, some programmers actually specialize in assembly languages.

32. In fact, true decompilation is impossible because a decompiler never will produce the 
original source code.
and other nouns are represented by a single letter followed by a single digit.

After generating a reverse engineered version of a computer program, even an experienced and patient computer programmer will need a considerable amount of time to understand how the program works well enough to identify the interface specifications or how the program operates. Reverse engineering of software is not a routine conversion; rather, it is a very laborious, additive process that requires programmers to supply their own explanatory information because no higher-level information remains in the executable version of the program. Although decompilation produces a list of human-readable instructions, generating higher levels of knowledge and understanding about the program requires time, skill, intellectual contribution, and experience. This higher understanding is necessary to discern the interface specifications and protocols essential for inoperability with another system. Reverse engineering and analysis of a computer program essentially require the reinvention of parts of the wheel. This process often is more difficult than writing a program from scratch.

III. INTELLECTUAL PROPERTY LAW FOR SOFTWARE

The Computer Software Copyright Act of 1980 now affords protection for software under the general copyright law that Congress originally designed to protect literary and artistic works. The legislative history of the Copyright Act explicitly states that the

34. Id. at 346.
35. See Reichman, 42 Vand. L. Rev. at 701 (cited in note 3); Davidson, 47 U. Pitt. L. Rev. at 1080-81, 1090-94 (cited in note 3).
36. In 1980, Congress adopted the recommendation of the National Commission of New Technological Uses of Copyrighted Works (CONTU). This amendment made significant changes to the Copyright Act of 1976, including the addition of the definition of computer programs in 17 U.S.C. § 101. The Copyright Act now defines a computer program as "a set of statements or instructions to be used directly or indirectly in a computer in order to bring about a certain result." 17 U.S.C. § 101. In addition, the Act defines literary works as "works, other than audiovisual works, expressed in words, numbers, or other verbal or numerical symbols or indicia, regardless of the nature of the material objects, such as books, periodicals, manuscripts, phonorecords, film tapes, disks, or cards, in which they are embodied." Id. See also H.R. Rep. No. 94-1476 at 54 (cited in note 3).
37. The law now includes computer programs in the broad category of protected works. See, for example, Computer Assoc. Int'l, Inc. v. Altai, Inc., 982 F.2d 693, 702 (2d Cir. 1992); Whelan Assoc., Inc. v. Jaslow Dental Lab., Inc., 797 F.2d 1222, 1234 (3d Cir. 1986); Apple Computer, Inc. v. Franklin Computer Corp., 714 F.2d 1240, 1247 (3d Cir. 1983). For a history of the protection of computer programs under copyright law, see Samuelson, 1984 Duke L. J. at 692-703 (cited in note 20).
copyright laws protect the expression of a computer program to the extent that the expression of original ideas is distinguished from the ideas themselves.\textsuperscript{38}

\textbf{A. Scope of Protection}

Although computer programs are copyrightable, defining and detecting infringement poses difficulties.\textsuperscript{39} A fundamental principle of copyright law is that expressions, but not ideas, receive protection.\textsuperscript{40} Distinguishing between ideas and expressions, however, is rarely a simple task.\textsuperscript{41} Courts have struggled to delineate the distinction between ideas and expression in computer programs. Two courts have held that copyright protection extends beyond the literal elements to structure, sequence, and organization.\textsuperscript{42} More thoughtful courts and commentators squarely have rejected this type of rule because it creates ambiguity,\textsuperscript{43} fails to account for independent creation, and does

\begin{itemize}
\item \textsuperscript{38} H.R. Rep. No. 94-1476 at 54 (cited in note 1).
\item \textsuperscript{39} The ultimate defense to a copyright infringement action is independent creation. Reichman, 42 Vand. L. Rev. at 689 (cited in note 3).
\item \textsuperscript{40} This basic tenet of copyright law is codified in 17 U.S.C § 102(b), which states: "In no case does copyright protection for an original work of authorship extend to any idea, procedure, process, system, method of operation, concept, principle, or discovery, regardless of the form in which it is described, explained, illustrated, or embodied in such work." Baker v. Selden, 101 U.S. 99 (1879), the first case to address the limits of subject matter of copyrighted works, introduced this axiom. Id. at 102 (stating that "[t]o give to the author of the book an exclusive property in the art described therein, when no examination of its novelty has ever been officially made, would be a surprise and a fraud upon the public"). See also Mazer v. Stein, 347 U.S. 201, 217 (1954); Apple Computer, 714 F.2d at 1250.
\item \textsuperscript{41} Judge Learned Hand stated that "[n]obody has ever been able to fix that boundary, and nobody ever can." Nichols v. Universal Pictures Corp., 45 F.2d 119, 121 (2d Cir. 1930). He later explained that the distinction between ideas and expression is necessarily ad hoc. See Peter Pan Fabrics, Inc. v. Martin Weiner Corp., 274 F.2d 487, 489 (2d Cir. 1960). See also Computer Assoc. Int'l, 982 F.2d at 703-06 (discussing the idea-expression dichotomy and applying Judge Hand's abstraction analysis set forth in Nichols).
\item \textsuperscript{42} See Whelan, 797 F.2d at 1236 (holding that only the function or purpose of a utilitarian work would qualify as an idea and that everything else would be classified as expression); SAS Inst., Inc. v. S & H Computer Sys., Inc., 806 F. Supp. 816, 830 (M.D. Tenn. 1993) (accepting evidence of literal and organizational similarities in determining that infringement had occurred).
not recognize that software contains many distinct ideas.\textsuperscript{44} Furthermore, the former antiquated rule implies that most of a computer program is expression,\textsuperscript{45} an absurd proposition because software is essentially a utilitarian product in which creative embellishment only degrades performance.

The distinction between ideas and expression is complicated by the utilitarian nature\textsuperscript{46} of software that is absent from traditional subject matter. Traditionally, copyright law has not protected utilitarian works\textsuperscript{47} that have a function beyond merely portraying an appearance or conveying information.\textsuperscript{48} Computer programs are utilitarian because they are capable of directly operating machines.\textsuperscript{49} By including computer programs in the definition of literary works, however, Congress ignored this utilitarian aspect.\textsuperscript{50}

As a result, computer programs generally are considered functional works in the copyright context.\textsuperscript{51} Historically, courts have afforded functional works a lesser degree of protection\textsuperscript{52} than creative

\begin{footnotes}
\textsuperscript{44} See Atari Games Corp. v. Nintendo of Am., Inc., 975 F.2d 832, 839 (Fed. Cir. 1992).
\textsuperscript{46} See SAS Inst., 605 F. Supp. at 829.
\textsuperscript{48} 17 U.S.C. § 101. Copyright extends to artistic features of utilitarian works only if a court can identify the artistic features separately from the utilitarian aspects of the work. Id. (defining pictorial, graphic, and sculptural works); Mazer, 347 U.S. at 218. See also Reichman, 42 Vand. L. Rev. at 638 n.238 (cited in note 3) (discussing the implications of Baker v. Selden).
\textsuperscript{49} See text accompanying notes 18-35 for a discussion of the characteristics of computer programs. See also Samuelson, 1984 Duke L. J. at 727-49 (cited in note 30) (discussing the utilitarian nature of computer programs).
\textsuperscript{50} J. H. Reichman, Design Protection and the New Technologies: The United States Experience in a Transnational Perspective, 19 U. Balt. L. Rev. 6, 12 (1989). Perhaps Congress saw computer programs as works that convey information. Id. at 12 n.23. In contrast, Congress may have extended copyright protection to the machine-readable form of computer programs because the CONTU Report failed to advise Congress of the utilitarian nature of computer programs and the serious changes to copyright law that could result from this action. Pamela Samuelson, Creating a New Kind of Intellectual Property: Applying the Lessons of the Chip Law to Computer Programs, 70 Minn. L. Rev. 471, 474-75 (1985).
\textsuperscript{51} Paul Goldstein, 2 Copyright § 8.5 at 116 (Little, Brown, 1989). For a general explanation of functional works and the differences between functional and nonfunctional works, see Goldstein, 1 Copyright § 2.15 at 195-98.
\end{footnotes}
works based on Section 102(b) of the Copyright Act, which states that systems, like abstract ideas, are not protectable. Overprotection of functional works makes them look more like patentable than copyrightable works. Although some courts and experts have adopted a highly protectionist standard for computer programs, others have criticized this narrow view.

Another way that computer programs are different from other copyrightable subject matter is that it is usually not feasible to examine the unprotected elements of a computer program in its

---

55. See Samuelson, 55 L. & Contemp. Probs. at 324 n.61 (cited in note 43), for a comprehensive list of examples.
56. See Part V.A.2 for a more detailed explanation of how overprotection of functional works begins to resemble patent-like protection.
57. For example, the Whelan court held that the purpose or function of a computer program is the work's idea, and everything not necessary to that purpose or function is part of the expression. Whelan, 797 F.2d at 1236. The court also found that although computer programs are essentially utilitarian in nature, the law should not afford computer programs any less protection than traditional literary works. Id. at 1240. See also Baker v. Selden, 101 U.S. 99 (1879); Bibbero Sys., Inc. v. Colwell Sys., Inc., 893 F.2d 1104 (9th Cir. 1990).

Arguably, a user interface is merely an idea, and only the code implementing the interface is copyrightable expression. Given this view, no copyright infringement occurs if one only copies the functional aspects of an interface. Samuelson, 55 L. & Contemp. Probs. at 336 n.112 (cited in note 43). "The mere existence of alternatives does not demonstrate that a nonliteral aspect of a computer program is 'expressive.'" Id. at 323. Others feel that a user interface is a valuable nonliteral element of copyrighted computer programs and copying is, thus, an infringement. Samuelson takes this to mean that such reasoning does not allow the public to make products that have compatible user interfaces. Id. at 336 n.112. See also Jacobs, 30 Jurimetrics J. at 91 (cited in note 28); Dennis S. Karjala, Copyright, Computer Software, and the New Protectionism, 23 Jurimetrics J. 33 (1987); William T. Laka, John H. Herwood, II, and Thomas P. Olson, Tampering with Fundamentals: A Critique of Proposed Changes in EC Software Protection, 6 Computer L. 1 (Dec. 1989). One commentator claims that the copyright law allows Sega to select its own business strategy by choosing to license its interfaces or make them available for competitors to copy. Anthony L. Clapes, Sega v. Accolade and the Intellectual Property/Antitrust Interface, 15 Computer L. Rep. 270, 273 (1992).
58. Professor Reichman has suggested that because independently created functional works may not contain the author's personality, some courts require a stronger showing of creativity. Reichman, 42 Vand. L. Rev. at 684 (cited in note 3). In fact, Reichman advocates that courts should require quantitative creativity in computer programs to establish originality. Id. at 688.

Professor Samuelson has criticized Whelan for its narrow definition of what copyright law considers to be an "idea" in a computer program because the court presumed there was only one idea per computer program rather than many unprotected elements. Samuelson, 55 L. & Contemp. Probs. at 322 (cited in note 43). In reality, a computer program consists of numerous subprograms that are programs themselves. The Whelan court also failed to recognize the § 102(b) prohibition against protection of elements such as processes, procedures, systems, and methods of operation, even though they are contained in the body of a copyrighted work. Id. at 322-23.
distributed executable form. Someone who wants to discern the underlying ideas of a program must reverse engineer the program to create a human-readable form. As indicated in Section 102(a), the Copyright Act provides copyright protection to original works "fixed in any tangible medium of expression" that can be perceived "directly or with the aid of a machine or device." Although copyright protection does not depend on a human’s ability to read or understand a copyrighted work, the primary goal of copyright law is to give the public a right to access all ideas embodied in the copyrighted work. To maintain consistency with the public access goal, interested persons in theory should have access to the underlying ideas of a computer program.

B. Reverse Engineering in Intellectual Property Law

The laws regarding reverse engineering derive from trade secret laws, which traditionally allowed competitors to start with the known product and work backward to determine the process used to develop or manufacture the product. Reverse engineering is standard industry practice in many fields, including the computer industry. Under the patent paradigm, reverse engineering is permissible for unpatented technologies. In addition, the

59. See text accompanying notes 21-25.
60. See text accompanying notes 26-35.
62. In White-Smith Music Publishing Co. v. Apollo Co., 209 U.S. 1 (1907), the Supreme Court held that musical compositions embodied in player piano rolls were not copies. Id. at 18. Some courts have indicated that the 1976 Copyright Act eliminated this human perceptibility requirement. See, for example, Apple Computer, Inc. v. Franklin Computer Corp., 714 F.2d 1240, 1248 (3d Cir. 1983); SAS Inst., Inc. v. S & H Computer Sys., Inc., 605 F. Supp. 816, 829 (M.D. Tenn. 1985) (holding that using unauthorized human-readable versions of programs as a step in creating a competing program is a copyright infringement). See also 1 Nimmer on Copyright § 2.03[B][1] at 2-25 to -29 (cited in note 1).
63. See note 1.
65. The Kewanee Court defined reverse engineering as a "fair and honest means [of] . . . starting with the known product and working backward to divine the process which aided in its development or manufacture." Id. at 476.
66. See, for example, E.F. Johnson Co. v. Uniden Corp. of Am., 623 F. Supp. 1485, 1501-02 n. 17 (D. Minn. 1985) (identifying and endorsing reverse engineering of a computer program as standard practice in the industry). The court found infringement because the defendant copied the plaintiff's protected expression verbatim. Id. at 1503.
67. Competitors may reverse engineer works not protected by federal patent law. See, for example, Bonito Boats, Inc. v. Thunder Craft Boats, Inc., 489 U.S. 141, 169-61 (1989) (holding that reverse engineering is beneficial because of its innovative character); Sears, Roebuck & Co. v.
Semiconductor Protection Act of 1984 expressly permits reverse engineering provided that the resulting product reflects a reasonable amount of investment and effort.

The copyright paradigm permits reverse engineering in two cases. First, under Section 113(b) of the Copyright Act, intermediate copies of three-dimensional utilitarian articles may be made for the purpose of studying and analyzing the utilitarian features of the object. Second, the exemption under Section 117 permits the owner of a copy of a computer program to make another copy or adapt the program for the purposes of archiving or using the program.

Outside of the established exemptions, a programmer generally decompiles computer object code for one of three reasons: to analyze the underlying functionality of a program, to make one system compatible with another, or to pirate software. Some courts and many commentators agree that reverse engineering of computer programs...
does not constitute copyright infringement if the final version is not substantially similar to the original copyrighted version. Others believe the courts should use this substantial similarity test only if no direct evidence of copying exists. Few courts have focused more

In his discussion of nonliteral similarity, Nimmer implies that the Copyright Act does not permit reverse engineering of computer programs. 3 Nimmer on Copyright § 13.03[A][1] at 13-29 to 46 (cited in note 1). Clapes argues that disassembly is an attempt to discover information that one has withheld purposefully and lawfully from competitors. Clapes, 15 Computer L. Rep. at 272 (cited in note 57). Evidently, the maxi-protectionist view is that copyright law should protect translations, paraphrasing, and nonliteral copying. See Pamela Samuelson and Robert J. Glushko, Comparing the Views of Lawyers and User Interface Designers on the Software Copyright "Look and Feel" Lawsuits, 30 Jurimetrics J. 121, 135-36 (1989). Other commentators believe that reverse engineering is a low-cost, quick method of eliminating all lead time and that one easily can alter a computer program so that it will not resemble the original program even though it is a copy. See Steering Committee, Intellectual Property Issues in Software 78 (Nat'l Academy, 1991). One scholar suggests that the large software producers provoke the reverse engineering debate to improve their competitive position, even though many early and current products contain information obtained through reverse engineering. See Johnson-Laird, 5 Software L. J. at 354 (cited in note 20). 74. See v. Durang, 711 F.2d 141, 142 (9th Cir. 1983) (stating that "[c]opying deleted or so distinguished as to be unrecognizable is not copying"); NEC Corp., 10 U.S.P.Q.2d at 1184 (holding that there was no copyright infringement because the final version was not substantially similar to the original copyrighted program, even though the defendant had disassembled the plaintiff's code and made a direct copy); Hubco Data Prod. Corp. v. Management Assistance, Inc., 219 U.S.P.Q. 450, 455-56 (D. Idaho 1983) (holding that the reverse engineering was itself legal, but that the wholesale copying and resale of the object code constituted copyright infringement); Vault Corp., 847 F.2d at 261 (strengthening the holding of copies for reverse engineering by overruling a state statute that declared reverse engineering to contravene the copyright law, stating that the computer program owner was permitted to copy a program if it was "created as an essential step in the utilization of the computer program," and explaining that "Section 117(1) contains no language to suggest that the copy it permits must be employed for a use intended by the copyright owner, and, absent clear congressional guidance to the contrary, we refuse to read such limiting language into this exception").

In Johnson Controls, Inc. v. Phoenix Control Sys., Inc., 886 F.2d 1173 (9th Cir. 1989), the court held that the lower court did not abuse its discretion in a copyrighted software infringement case when it excluded evidence of the final version of the code. Id. at 1177. This holding does not mean, however, that it is unnecessary to review the final version of a defendant's code in a copyright infringement case. See Richard H. Stern, Sega Enterprises, Ltd. v. Accolade, Inc.: No Accolades for an Ill-Conceived Analysis of Software Copyright Infringement and Fair Use, 15 Computer L. Rep. 263, 264 (1992). Furthermore, Johnson Controls did not involve reverse engineering of object code because the defendant had direct access to the source code. Johnson Controls, 886 F.2d at 1176.

For scholarly agreement that reverse engineering is permissible absent substantial similarity, see Last Frontier Report, 30 Jurimetrics J. at 24-25 (cited in note 52); Goldstein, Copyright § 5.2.1.4 at 116-23 (Supp. 1989) (cited in note 51). In fact, one commentator believes that sufficient precedent exists to indicate that a work infringes a copyrighted work only if the subsequent work contains a substantial amount of the protected expression of the original, without regard to earlier versions of the subsequent work. See Stern, 15 Computer L. Rep. at 265.
intently on the intermediate copying than on the degree of similarity of the final product to the original copyrighted work; however, one court that has examined the intermediate copying issue found that it was fair use under certain circumstances.76

C. Fair Use Doctrine

The doctrine of fair use is a recognized defense to copyright infringement at common law. This judicial doctrine is a significant and well-established limitation on the exclusive right of copyright owners recognized by Congress77 and is codified in Section 107 of the Copyright Act of 1976.78 Congress permitted courts to adapt the fair use doctrine to provide relief from "copyright abuse" by copyright owners toward non-owners of a copy.79

---

76 See Atari Games Corp. v. Nintendo of Am., Inc., 975 F.2d 832, 843 (Fed. Cir. 1992) (holding that "[t]he nature of a work requires intermediate copying to understand the ideas and processes in a copyrighted work, that nature supports a fair use for intermediate copying. Thus reverse engineering object code to discern the unprotectable ideas in a computer program is a fair use").

77 H.R. Rep. No. 94-1476 at 1176-77; Walt Disney Prod. v. Filmaion Assoc., 628 F. Supp. 1485, 1501-02 n.17 (D. Minn. 1985); See, 711 F.2d at 143. Compare Computer Assoc. Int'l, Inc. v. Altai, Inc., 982 F.2d 693, 706-12 (2d Cir. 1992) (refusing to treat earlier and later versions of a computer program as a single unit for purposes of determining copyright liability, even though the earlier version was infringing and the later one revised the earlier version).

78 17 U.S.C. § 107. The doctrine allows federal courts to "provide relief from 'copyright abuse' by copyright owners toward non-owners of a copy."
use doctrine to particular situations on a case-by-case basis during periods of rapid technological change.79 This judicial freedom to adapt the doctrine to technological change also applies to infringing computer programs.80

Courts generally have taken two approaches to the fair use doctrine. The narrow view is that fair use is "an equitable rule of reason"81—a privilege used to excuse a technical violation of the exclusive right of an author.82 The broader view is that the fair use doctrine embodies the public policy of ensuring access to information that actually exists outside the realm of copyright.83 These two views demonstrate the basic doctrinal tension between control and accessibility.

Section 107 of the Copyright Act enumerates four factors for a court to consider when determining whether a use of copyrighted material is a fair one:


The first enunciation of the principles of this doctrine in United States copyright law was in Folsom v. Marsh, 9 F. Cas. 342, 348 (C.C.D. Mass. 1841) (No. 4901) (stating that "[i]f so much is taken, that the value of the original is sensibly diminished, or the labors of the original author are substantially to an injurious extent appropriated by another, that is sufficient, in point of law, to constitute a piracy pro tanto"). Subsequent fair use decisions developed the theory. See, for example, Rosemont Enter., Inc. v. Random House, Inc., 366 F.2d 303, 307 (2d Cir. 1966) (stating that a fundamental justification for fair use existed in the constitutional purpose for copyright: "To Promote the Progress of Science and the Useful Arts"). The courts have varied widely in recent years with regard to the fair use doctrine. See, for example, New Era Publications, Int'l v. Henry Holt & Co., Inc., 873 F.2d 576, 583-85 (2d Cir. 1989) (holding it was not fair use to reproduce unpublished writings of the scientology founder); Sallenger v. Random House, Inc., 811 F.2d 90, 100 (2d Cir. 1987) (holding it was not fair use to use unpublished letters in a biography); Hustler Magazine, Inc. v. Moral Majority, Inc., 796 F.2d 1148, 1151-56 (9th Cir. 1986) (holding that it was fair use when a minister used, without authority, a copy of a parody for fundraising and rebuttal); Harper & Row, 471 U.S. at 560-69 (holding that substantial copying of an unpublished article was not fair use); Sony Corp. v. Universal City Studios, Inc., 464 U.S. 417, 447-50 (1984) (holding that home videotaping is fair use).

79. "The bill endorses the purpose and general scope of the judicial doctrine of fair use, but there is no disposition to freeze the doctrine in the statute, especially during a period of rapid technological change. Beyond a very broad statutory explanation of what fair use is and some of the criteria applicable to it, the courts must be free to adapt the doctrine to particular situations on a case-by-case basis." H.R. Rep. No. 94-1476 (cited in note 1).

80. Tapp and Wanat, 22 Memphis St. U. L. Rev. at 259-60 (cited in note 78).
81. Id. at 259. See also Harper & Row, 471 U.S. at 560 (quoting H.R. Rep. No. 94-1476 at 65).

82. 3 Nimmer on Copyright § 13.06 at 13-79 to -82 (cited in note 1). See also Benny v. Loews's, Inc., 239 F.2d 532, 536-37 (9th Cir. 1956) (holding that a television show parody of a successful movie and play was not fair use because the original was copied practically verbatim, although the actors created burlesque).
83. See Rosemont Enter., 366 F.2d at 306-11 (holding that publication of an unauthorized biography was outside the gambit of the "commercial use" contemplated by the "right of publicity").
(1) the purpose and character of the use, including whether such use is of a commercial nature or is for nonprofit educational purposes; (2) the nature of the copyrighted work; (3) the amount and substantiality of the portion used in relation to the copyrighted work as a whole; and (4) the effect of the use upon the potential market for or value of the copyrighted work. 84

These factors, however, function only as guides, not exclusive requirements. 85

1. Purpose and Character of Use

The first criterion, known as the purpose test, requires a court to consider the purpose and character of the use, particularly whether the questioned usage is of a commercial nature or is for nonprofit educational purposes. 86 In Sony Corp. of America v. Universal City Studios, Inc., 87 the Supreme Court established two rebuttable presumptions under the purpose test: commercial use is treated differently from noncommercial use and is presumed unfair, and every commercial use results in harm to the potential market for the copyrighted work. 88 The Supreme Court later rejected the implication in Sony that noncommercial use was presumptively fair, 89 but consistently has held that commercial use tends to weigh against a finding of fair use. 90 The Court stated that the distinction between profit and non-profit usage is not whether the sole purpose is for monetary gain, but whether the copier stands to profit by exploiting the copyrighted material without paying the customary price to the copyright owner. 91

86. 17 U.S.C. § 107(1).
88. Id. at 449, 451. The Court specifically stated: "If the Betamax were used to make copies for a commercial or profit-making purpose, such usage would presumptively be unfair... Thus, although every commercial use of copyrighted material is presumptively an unfair exploitation of the monopoly privilege that belongs to the owner of the copyright, noncommercial uses are a different matter." Id.
90. Id. at 562. See also Sony, 464 U.S. at 451 (stating that "every commercial use of copyrighted material is presumptively an unfair exploitation of the monopoly privilege that belongs to the owner of the copyright").
2. Nature of Copyrighted Work

The nature test requires the court to examine the nature of the copyrighted work. Generally, courts uphold the fair use defense more often with factual works than with entertainment works. The fair use defense, however, fails when the use interferes with the author's right to control the first publication of the work.

3. Amount and Substantiality of Portion of Work Used

To apply the substantiality test, a court compares the amount and substantiality of the copied material with the entire copyrighted work. Two prongs comprise this test. First, the court must examine the qualitative substantiality, which includes the content of the use and the commercially valuable parts of the infringing work. Next, the court must examine the extent of use, or quantitative substantiality. One court has stated that the wording of Section 107(3) supports the suggestion that wholesale copying is not fair use. Other courts have adopted a broad quantitative substantiality test, holding that a substantial percentage of copying constituted fair use.

In the computer program context, this quantitative factor almost always will weigh against the copier, who usually will have to make an intermediate copy of all the machine-readable object code in the process of reverse engineering it into a human-readable format. With regard to computer programs, this factor alone gives courts the discretion to deny the fair use defense: a court may deny use of the defense by pointing to the intermediate copying of the entire program. Other courts are savvy enough to realize that this step is necessary to access the unprotected elements of a computer program and will give little weight to this factor.

94. Id. at 564.
96. See id.
97. See id.
98. See Marcus v. Rowley, 695 F.2d 1171, 1176 (9th Cir. 1983) (stating that "wholesale copying of copyrighted material precludes application of the fair use doctrine").
99. See, for example, Rosemont Enter., 386 F.2d at 306 (holding that the fair use doctrine applied even though the defendant used approximately 14% of the plaintiff's articles that appeared in a magazine); Williams & Wilkins Co. v. United States, 487 F.2d 1345, 1353 (Ct. Cl. 1973) (holding that it was fair use to copy an entire journal article under certain narrowly defined circumstances and noting that the extent of copying, though important, is only one factor to be taken into account).
100. See Sega, 977 F.2d at 1521.
4. Effect of Use on Potential Market

The market demand test set out in the fair use doctrine requires a court to consider the effect of the use of the subsequent work on the potential market for or value of the copyrighted work. Some courts consider this inquiry the most important test of the fair use doctrine. One authority has suggested that the fair use doctrine only applies to copying that does not materially impair the market value of the copyrighted work. Some courts have examined whether widespread use of the copied work would affect the potential market for the copyrighted work. Other courts have defined adverse market effects to include diminishing potential sales, interference with marketability, and usurping the market. Legitimate competition in the same field, however, does not preclude a fair use defense automatically, even though the competition undoubtedly affects the market for the copyrighted work.

When a subsequent work is used commercially, courts presume potential harm on the market for the copyrighted work. For noncommercial uses, the copyright holder must establish that a causal connection between the infringement and a loss of revenue exists and that widespread use would affect adversely the copyrighted work's potential market. Consistent with the purpose and character of use tests, courts have distinguished between the exploitation of a copyrighted work and copying the work to create an independently creative expression.

5. Public Policy Interests

Although public policy interests are not included explicitly in the fair use factors, some courts have held that certain public interests, such as access to information, outweigh the author's proprietary

---

103. See 1 Nimmer on Copyright § 1.10[D] at 1-87.
104. See, for example, Sony, 464 U.S. at 451.
105. See, for example, Hustler Magazine, Inc. v. Moral Majority, Inc., 796 U.S. 1148, 1155-56 (9th Cir. 1986). The Harper & Row Court found that a use was not fair when it usurped the market for the copyrighted work. Harper & Row, 471 U.S. at 567-69.
106. See Sega, 977 F.2d at 1523.
109. See, for example, Sega, 977 F.2d at 1523.
interest in the original work. At least one court has rejected the access-to-information argument because it recognized that preserving the incentive for authors to create works generally serves the public interest; the court explained that the idea-expression dichotomy provides sufficient protection for the public interest in disseminating information. Similarly, another court has stated that the fair use doctrine is not a license for corporate theft and that a court cannot ignore a copyright whenever it determines that the original work was of interest to the public.

IV. RECENT COPYRIGHT CASES ADDRESSING REVERSE ENGINEERING OF SOFTWARE

The courts uniformly hold that the literal elements of a computer program receive copyright protection. The central, current question is what scope of copyright protection courts should give to the nonliteral elements of computer programs. The result of this inquiry currently revolves around this central question: what elements of software will the reviewing court consider nonliteral? Until recently,
the leading case involving the copyright protection of nonliteral aspects of computer programs was *Whelan Associates, Inc. v. Jaslow Dental Laboratory, Inc.*.\(^{114}\) In that case, the plaintiff alleged that the defendant used the nonliteral structure of the original program to develop a competitive version.\(^{115}\) In distinguishing between the ideas and the expressions in the program, the court held that a utilitarian work's purpose or function is the work's idea and that everything not necessary to the purpose or function is expression.\(^{116}\) The Third Circuit concluded that copyright protection extended beyond the code itself to the structure, organization, and sequence of the program,\(^{117}\) thus including nontangible aspects of the program in the protectable elements.

Courts have had mixed responses to the Whelan decision.\(^{118}\) Recently, courts have been more careful to examine the second computer program in detail and grant less protection to copyrighted programs. In *Computer Associates International, Inc. v. Altai, Inc.*,\(^{119}\) the Second Circuit rejected the Whelan holding outright and established a three-step procedure to identify the nonliteral elements and evaluate the substantial similarity of these elements.\(^{120}\) Under this test, a court must break down the allegedly infringed program into its constituent structural parts,\(^{121}\) strip away nonprotecifiable material,\(^{122}\) and compare the creative expression that remains with the structure of the

---

\(^{114}\) 797 F.2d 1222 (3d Cir. 1986).

\(^{115}\) Id. at 1225-27.

\(^{116}\) Id. at 1236.

\(^{117}\) Id. at 1248.


\(^{119}\) 982 F.2d 693 (2d Cir. 1992).

\(^{120}\) Id. at 706. See also *Brown Bag Software v. Symatec Corp.*, 960 F.2d 1465, 1475-77 (9th Cir. 1992) (holding that analytic dissection of software is necessary when determining substantial similarity).

\(^{121}\) *Computer Assoc.*, 932 F.2d at 706-07.

\(^{122}\) Id. at 707-10.
allegedly infringing program. Furthermore, two additional courts recently rejected Whelan outright. These cases emphasize the growing need to re-evaluate the appropriate paradigm for protecting computer software.

A. Sega v. Accolade

Sega Enterprises, Ltd. ("Sega") manufactures and markets a video entertainment system (the Genesis console) and video game cartridges. Accolade, Inc. ("Accolade") is an independent developer, manufacturer, and marketer of entertainment software for computers, including game cartridges that are compatible with the Genesis console and other computer systems. Although Accolade is not a licensee of Sega, Accolade pursued the possibility of entering into a Sega licensing agreement but later abandoned the effort because the license required that Sega be the exclusive manufacturer of all Accolade's games although Accolade was already selling its games for many other systems.

To make its software compatible with Sega hardware, Accolade used a two-step process. First, it reverse engineered the software in Sega's video cartridges to identify the interface specifications. Next, Accolade wrote its own games for the Genesis console using only that portion of Sega's code that was necessary to interface with the Genesis console. When Accolade discovered Sega's plan to introduce a newer version of the Genesis console on which Accolade games would not work, software engineers at Accolade did more research and found several more bytes of code that were necessary for Accolade's own code to work properly in a Genesis console. Accolade's engineers

123. Id. at 710-11.
125. Id.
126. Id. Accolade had been selling its games for several different hardware systems for years.
127. Id.
128. Id. Accolade purchased a Genesis console and several game cartridges and used a decompiler, which was wired into the console, to electrically generate printouts of the source code. Id. at 1514-15. Accolade software engineers then experimented with similar portions of the source code from the different games to find the needed interface specifications. Id. at 1515. Next, they wrote a manual that described the functional requirements of Genesis-compatible software. Id.
129. Id.
130. A byte generally consists of eight ones and zeros that represent a single keyboard character.
131. Sega, 977 F.2d at 1515-16. In fact, Accolade created a standard header file (a file containing general information used by many different parts of the program) to be included in all software created for the Genesis console. Id. at 1516. This header file contained 20 to 25 bytes in comparison to the total code size, which ranges from 500,000 to 1,500,000 bytes. Id. Although the
testified that they copied only these several bytes from Sega’s code into the final version of their program. This code, known as a TMSS initialization code, is essentially a software lock designed to prevent an unauthorized code from working on the Genesis console. This initialization code prompts a visual display after the insertion of the game cartridge into the console that reads “PRODUCED BY OR UNDER LICENSE FROM SEGA ENTERPRISES LTD.” Most games that Accolade developed for the Genesis console previously had been developed for other computer systems and had been created independently. In packaging these cartridges, Accolade clearly stated that it was not associated with Sega, indicated that the cartridges were compatible with the Genesis console, and separately identified the Sega and Accolade trademarks.

Sega filed suit in the fall of 1991 against Accolade, alleging trademark infringement, false designation, and copyright infringement. Accolade filed a counterclaim alleging false designation. Both parties sought preliminary injunctions on their respective claims; the district court granted Sega’s motion. That court held that Accolade could not assert a functionality defense to the alleged trademark infringement because the TMSS initialization code used by Accolade was not functional. In addition, the court rejected Accolade’s fair use defense to the copyright infringement claim because the decompilation was for commercial purposes and negatively affected the market for Sega’s game cartridges.

The front of the Accolade box stated that the game cartridge was “for use with Sega Genesis and Mega Drive Systems.” The back of the box stated that “Sega and Genesis are registered trademarks of Sega Enterprises, Ltd. Game 1991 Accolade, Inc. All rights reserved. Ballistic is a trademark of Accolade, Inc. Accolade, Inc. is not associated with Sega Enterprises, Ltd. All product and corporate names are trademarks and registered trademarks of their respective owners.”

The console display indicated that Sega was the game’s producer when a player inserted Accolade’s game cartridges into the Genesis console. The court based this decision on the testimony of a Sega employee who stated that the programs could be modified in such a way that the Sega message would not appear on the console at startup. Accolade then filed a motion for a stay of preliminary injunction pending appeal and subsequently filed a motion for an emergency stay in the United States Court of

---

132. Id. at 1516.
133. Id. at 1515.
134. Id.
135. Id. at 1515-16.
136. Id. at 1516. The front of the Accolade box stated that the game cartridge was “for use with Sega Genesis and Mega Drive Systems.” Id. The back of the box stated that “Sega and Genesis are registered trademarks of Sega Enterprises, Ltd. Game 1991 Accolade, Inc. All rights reserved. Ballistic is a trademark of Accolade, Inc. Accolade, Inc. is not associated with Sega Enterprises, Ltd. All product and corporate names are trademarks and registered trademarks of their respective owners.” Id.
137. Id.
138. Id.
139. Id.
140. Id.
141. Id.
142. Id. at 1517. The court based this decision on the testimony of a Sega employee who stated that the programs could be modified in such a way that the Sega message would not appear on the console at startup. Id. at 1516-17.
143. Id. at 1517. Accolade then filed a motion for a stay of preliminary injunction pending appeal and subsequently filed a motion for an emergency stay in the United States Court of
The Ninth Circuit reversed the district court and held that when someone lacks any alternative access to unprotected elements of an original work and has a legitimate reason for accessing those elements, that person's disassembly of a copyrighted work is fair use as a matter of law.\textsuperscript{1} The court further held that when no other access to a computer is available to competitors, use of initialization code that triggers a display of the hardware manufacturer's trademark by the competitor does not violate the Lanham Trademark Act.\textsuperscript{2}

The Ninth Circuit addressed Accolade's four arguments regarding copyright issues and quickly dismissed the first three.\textsuperscript{3} The court, however, accepted Accolade's final argument that disassembling the programs to gain access to the unprotected functional ideas of the program was necessary and, thus, was fair use as embodied in Section 107 of the Copyright Act.\textsuperscript{4} The court agreed that Accolade had a legitimate reason for gaining access to the unprotected elements of Sega's software: to determine how to make its software compatible with the Genesis console.\textsuperscript{5} The court allowed disassembly for this purpose.\textsuperscript{6}

Appeals for the Ninth Circuit. Id. The Ninth Circuit temporarily stayed the injunction and later dissolved it. Id. 144. Id. at 1514. 145. Id. 146. First, the court held that intermediate copying of computer programs infringed Sega's exclusive rights granted by § 106 of the Copyright Act even when the final version of Accolade's software was not substantially similar to the original work. Id. at 1519. The court based its holding on its decision in \textit{Walker v. University Books, Inc.}, 602 F.2d 859 (9th Cir. 1979), stating that "the fact that an allegedly infringing copy of a protected work may itself be only an inchoate representation of some final product to be marketed commercially does not in itself negate the possibility of infringement." \textit{Sega}, 977 F.2d at 1518 (quoting \textit{Walker}, 602 F.2d at 864). The court explained that the plain language of the Copyright Act that grants the copyright holder exclusive rights to "prepare derivative works based upon the copyrighted work" and to "authorize the preparation of copies" dictated its decision in both cases. \textit{Sega}, 977 F.2d at 1518 (citing 17 U.S.C. § 106(1)-(2)).

The court next rejected Accolade's argument that it was lawful, under § 102(b) of the Copyright Act, to disassemble the object code in order to examine and understand the functional aspects of the programs because functional elements are exempted from copyright protection. \textit{Sega}, 977 F.2d at 1519-20. The court also held that Accolade's assertion that § 117 of the Copyright Act permitted it to disassemble the object code exceeded the drafters' contemplation of that section. Id. at 1520. The court noted that Congress enacted § 117 on the recommendation of the National Commission on New Technological Uses of Copyrighted Works (CONTU), which stated that because "the placement of any copyrighted work into a computer is the preparation of a copy [since the program is loaded into the computer's memory], the law should provide that persons in rightful possession of copies of programs be able to use them freely without fear of exposure to copyright liability." Id. (quoting CONTU, \textit{Final Report} 13 (1979)) (brackets in original).

147. \textit{Sega}, 977 F.2d at 1520. The court reasoned that because the need to disassemble code generally arises only when the functions are not visible to the user and no alternative means are available to access these ideas, courts should examine computer object code on a case-by-case basis under the fair use analysis. Id. 148. Id. 149. Id.
In determining that Accolade’s copying of Sega’s object code was fair use, the court considered the Section 107 factors. First, the court found that although Accolade used the copied work for commercial purposes, Accolade overcame the presumption of unfairness because the use was legitimate and essentially nonexploitative, with minimal commercial significance. Next, the court found that Sega would suffer only minor economic loss because potential customers probably would buy multiple Genesis-compatible video games, and Accolade’s games differed from Sega’s. Applying the nature test, the court emphasized that computer programs are utilitarian articles that contain many functional elements in addition to protected expression. Because humans cannot read object code and because of the code’s large size, however, copies of the object code are necessary to translate it into source code. Of the four factors to be considered in determining whether Accolade’s copying of Sega’s object code was fair use, the court found that only the third statutory factor, the amount of copying, weighed in Sega’s favor. The court gave this factor little weight, however, and stated that the amount of copying did not preclude a fair use finding. Thus, the court found that the factors weighed heavily in favor of Accolade and concluded that, as a matter of law, disassembly in this situation was a fair use of a copyrighted work.

B. Atari v. Nintendo

The facts of Atari are similar to those in Sega, except that Atari lacked clean hands. Nintendo makes a home video system
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150. Id. at 1521-22.
151. Id. at 1522-23.
152. Id. at 1523-24.
153. Id. at 1524-26.
154. Id. at 1525-26.
155. Id. at 1526.
159. Atari, 975 F.2d at 836.
that consists of a monitor, a console, and controls. To start the
game, a user inserts a game cartridge into the console. The system
contains a software lock that controls access to the console by rejecting
cartridges that do not contain the "key." After unsuccessful
attempts to access Nintendo's security system, Atari became a
licensee. This agreement strictly limited Atari's access to Nintendo's
technology as well as the number of different games that Atari could
produce each year. Atari, under false pretenses, then acquired a
reproduction of the security program from the Copyright Office. Atari
used this information to correct errors in object code obtained
through microscopic examination of Nintendo's microprocessors. Using a different programming language and microprocessor, Atari
subsequently developed a program that enabled access to the console
by generating signals that functionally were indistinguishable from
Nintendo's security system. The district court found that Atari
infringed Nintendo's copyright. Atari appealed and asserted
copyright misuse as a defense to the infringement. The Federal
Circuit, which had jurisdiction because the action included a patent
infringement claim, heard the appeal.

The Federal Circuit affirmed the district court by applying the
law of the Ninth Circuit and held that Atari was not permitted to
raise the fair use defense because it had obtained an unauthorized
copy of the work. Additionally, the court rejected the fair use
argument because Atari copied, into its final version of software, parts
of the expression that were unnecessary for functionality and
compatibility. The Federal Circuit, however, went further than the
Ninth Circuit did in Sega. The Federal Circuit judges, who hear all
the appealed patent cases, probably realized that to reject reverse
engineering of computer programs or to deny access in all cases would

160. Id. at 835.
161. Id.
162. Id. at 836.
163. Id.
164. Id.
165. Id. Atari's lawyer requested a reproduction of Nintendo's program from the Copyright
Office by falsely alleging that his client was a defendant in a current case. The attorney agreed to
use the program only in connection with litigation. Id.
166. Id.
167. Id.
168. Id. at 837.
169. Id.
170. Id.
171. Id.
172. Id. at 843.
173. Id. at 845.
be to grant disguised patents to software.\textsuperscript{174} Thus, they held that reverse engineering to discern the unprotectable ideas of a computer program is fair use when a programmer legitimately obtains the intermediate copy.\textsuperscript{175} The court further explained that reproduction of protectable expression is necessary to determine the bounds of the work's protected information.\textsuperscript{176} The test that the court used for copyright infringement purposes, however, was not fair use of reverse engineering but substantial similarity.\textsuperscript{177} In addition, the court recognized that the copyright paradigm cannot be used to exclude competitors from the market.\textsuperscript{178}

V. REVERSE ENGINEERING OF SOFTWARE FOR THE PURPOSES OF INTEROPERABILITY AND ANALYSIS

For years the courts and commentators in the field of intellectual property law have struggled to determine the appropriate scope of protection for computer programs. The circuits are split on this issue, and commentators are at odds with each other. Nonetheless, a clear trend has developed recently: the courts are moving from a maxi-protectionist view to a radical, nonprotectionist one.

The majority of courts and commentators currently agree that computer programs should receive only thin protection.\textsuperscript{179} The question is whether thin protection does or should allow reverse engineering for the purpose of interoperability or to create better programs when the final software product is not substantially similar to the original program. Fearing widespread piracy, many who advocate only thin protection for software are slow to accept reverse engineering of computer programs even under these circumstances.\textsuperscript{180}

\textsuperscript{174} See id. at 842.
\textsuperscript{175} Id. at 843. This holding is much stronger and clearer than the Ninth Circuit's holding in \textit{Sega}.
\textsuperscript{176} Id.
\textsuperscript{177} Id. at 844-45.
\textsuperscript{178} Id. at 845-46. The misuse defense is well recognized in the patent paradigm and generally arises when a patent owner attempts to secure exclusive rights beyond the scope of patent law and contrary to public policy. Thomas F. Smegal, Jr., \textit{Misuse Defense Gains in Federal Court}, Nat'l L. J. 18, 18 (Feb. 15, 1993). See also \textit{Atari}, 975 F.2d at 845-46.
\textsuperscript{180} See notes 205-06 and accompanying text.
A. Reverse Engineering: Why Bother?

Over the last three decades, the number of computers in use has increased exponentially. Literally hundreds of computer hardware and software manufacturers operate in the United States. Many computers are expected to communicate, or interoperate, with other computers. In addition, computer users need and expect to use a variety of different software programs on their hardware. These capabilities require compatibility among different brands of hardware and software, and implementation of these expectations creates the need for standardization. Hardware and software vendors who want to discourage competitors often are unwilling to provide specific information about their product's interface specifications, protocols, and underlying ideas. This information, however, is necessary to achieve the compatibility that is required for two systems to communicate. When this necessary information is incomplete, inaccurate, or otherwise unavailable, reverse engineering, which almost always requires intermediate copying, often is the only way to access the unprotected information. Thus, reverse engineering has become an industry norm of competition in software production because of the need for standardization and compatibility. Although reverse engineering enjoys widespread use as a fundamental step in normal software development, it often is the last resort because it is so costly, time-consuming, and tedious.

Courts usually assess the legitimacy of reverse engineering by examining the purpose of the activity. For example, the Section 117 exemption of the Copyright Act permits execution or copying of the
program for archival purposes or to use the program. In contrast, a competitor who copies a program in the process of decompilation and subsequently markets a product that is substantially similar to the original program is infringing. The borderline case occurs when a programmer copies a computer program for the purpose of analyzing the program’s unprotected ideas or to determine its interface specifications in an effort to produce a competitive, compatible, noninfringing product. Fortunately, courts are beginning to distinguish between the unfair exploitation of an author’s copyrighted work and copying that work to make independent creative expression possible.

B. Interoperability

1. The Need for Interoperable Systems

Interface specifications are essential to interoperability and compatibility. For two computers to communicate, they must speak the same language by using exactly the same interface specifications and protocols. Any inaccuracy will cause the interaction between the two computers to fail, probably at the most inopportune time. In other words, nothing short of total compatibility will be effective; the point of connection to the operating system (the low-level software that makes a computer operable) must be totally compatible.

Compatibility benefits consumers in numerous ways. Users avoid waste because they need not purchase and learn new software, and they may access additional computing power via modems and networks. Compatibility also provides users with more options for their systems, thus broadening or adding to the competitive market. The use of networks and expensive computer systems and consumer
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187. See Sega, 977 F.2d at 1522.
188. See notes 27 and 28 for an explanation of interfaces and protocols.
190. Even if a program is 99% compatible, at some point it will fail. Such a failure can be a disaster depending on the context.
191. Jacobs, 30 Jurimetrics J. at 92 (cited in note 28). See also Steering Committee, Intellectual Property Issues in Software at 68-67, 71-72 (cited in note 73) (discussing public demand and need for compatibility and interoperability of software). Compatibility of software increases its value because of network externalities, or benefits that accrue as a result of being part of a large system. This compatibility usually helps small companies. Id. at 71-72.
market pressure demand compatibility.\textsuperscript{192} Often, manufacturers achieve compatibility through either a formal or a de facto standardization.\textsuperscript{193} Standardization has a number of benefits. It facilitates the creation and use of networks,\textsuperscript{194} permits the use of multi-user and multi-application files,\textsuperscript{195} saves money,\textsuperscript{196} and encourages competition and innovation.\textsuperscript{197} Compatibility is more economical and much easier once industry standards are established.\textsuperscript{198} The difficulty arises when no generally known standard exists, forcing competitors in the software industry to study existing programs' interface specifications and communication protocols. The ultimate goal of this examination is not to free ride but to produce a unique and marketable product.

A computer user can see the ideas embodied in the external interfaces of a program merely by using the program. To learn about and understand the non-displayed ideas and functions contained in a computer program, such as interface specifications and protocols, however, a computer programmer must study and analyze the source code. Generally, applications programs such as word processors will contain more expression than an operating system. Most vendors, however, do not want to disclose their source code because it contains the interface specifications on its face. Thus, the vendors only distribute their unreadable object code and not the human-readable source code. When the source code is unavailable, the programmer must transform the available object code into readable code via reverse engineering in order to examine the unprotected, underlying ideas.\textsuperscript{199}

\begin{itemize}
\item \textsuperscript{192} Standardization means making products similar enough so that they are compatible. Farrell, 30 Jurimetrics J. at 36 (cited in note 181). The industry values standardization and efficiency. Formal standardization usually is more prevalent when compatibility is important. Id. at 45. De facto standards are inevitable and reflect consumers' desires for compatibility. For a discussion of standards, see Steering Committee, \textit{Intellectual Property Issues in Software} at 67-68, 70-72 (cited in note 73).
\item \textsuperscript{193} De facto standards are those standards that are defined by computer hardware and software manufacturers. See Jacobs, 30 Jurimetrics J. at 99 (cited in note 28). De facto standards often result from consumer demands and preferences.
\item \textsuperscript{194} See Farrell, 30 Jurimetrics J. at 36 (cited in note 181).
\item \textsuperscript{195} See id.
\item \textsuperscript{196} See id. (stating that standardization saves costs of retraining); Jacobs, 30 Jurimetrics J. at 100 (cited in note 28) (asserting that standardization benefits consumers by not requiring another investment in new software, training, and data input and storage).
\item \textsuperscript{197} See Farrell, 30 Jurimetrics J. at 36 (cited in note 181). Standardization and compatibility encourage the development of new products and promote innovation without reinvention of the wheel. See id.; Jacobs, 30 Jurimetrics J. at 100 (cited in note 28). Standardization also can discourage innovation, however, and can result in a loss of variety. Farrell, 30 Jurimetrics J. at 36.
\item \textsuperscript{198} See Farrell, 30 Jurimetrics J. at 36.
\item \textsuperscript{199} See text accompanying notes 26-35.
\end{itemize}
2. Legal Acceptance of the Need for Interoperability

Despite the compelling justifications for adopting a doctrine that permits reverse engineering of computer programs for the purpose of interoperability, an immense amount of controversy surrounds the need to make an intermediate copy in the process of reverse engineering. To make a program interoperate with another, a programmer only needs to use some of the functional elements of the original computer program, yet no United States court directly or explicitly has embraced the disassembly of computer programs for the purpose of interoperability. Several courts have rejected the argument that program developers make intermediate copies for the sole purpose of determining interface specifications of a program in order to achieve compatibility with another system. Other courts have disagreed. Although the Federal Circuit rejected the
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200. For example, the district court in Sega rejected the interoperability argument: "The grant of a copyright is intended to motivate creative activity by the provision of a special reward, and eventually allows the public total access to the products of their genius after the limited period of exclusive control has expired. ... Without the economic incentive to create which copyright protection provides, this incentive and the advantages it creates for society may well be lost." Sega Enter. Ltd. v. Accolade, Inc., 785 F. Supp. 1392, 1400 (N.D. Cal.), aff'd, 977 F.2d 1510 (9th Cir. 1992) (citing West Publishing Co. v. Mead Data Central, Inc., 616 F. Supp. 1571, 1582 (D. Minn. 1985)). In Lotus Dev. Corp. v. Paperback Software Int'l, 740 F. Supp. 1392 (N.D. Cal.), aff'd, 977 F.2d 1510 (9th Cir. 1992), the court stated that "[t]he desire to achieve 'compatibility' ... cannot override the rights of authors to a limited monopoly in the expression in their intellectual 'work.'" Id. at 69. The Apple Computer court held that compatibility does not limit the copyright protection embodied in § 102(b) of the Copyright Act. Apple Computer, Inc. v. Franklin Computer Corp., 714 F.2d 1240, 1253 (3d Cir. 1983) (stating that "Franklin may wish to achieve total compatibility ... but this is a commercial and competitive objective which does not enter into the somewhat metaphysical issue of whether particular ideas and expressions have merged."). Another court found that the idea-expression dichotomy could be invoked only if it was "the only and essential means of accomplishing" compatibility. Apple Computer, Inc. v. Fórmula Int'l, Inc., 725 F.2d 521, 525 (9th Cir. 1984) (quoting CONTU, Final Report 20 (1979)).

Several cases that found copyright infringement of computer programs are distinguishable from cases dealing with the interoperability issues addressed in this Note. In Atari Games Corp. v. Nintendo of Am., Inc., the infringer copied more than necessary to achieve compatibility by going "beyond any legitimate understanding of the 'functionality' of the program." 18 U.S.P.Q. 1935, 1937 (N.D. Cal. 1991), aff'd, 975 F.2d 832 (Fed. Cir. 1992). In SAS Inst., SAS obtained S & H's source code under false pretenses and wrongfully used the information after the licensing agreement terminated. SAS Inst., Inc. v. S & H Computer Sys., Inc., 605 F. Supp. 816, 828, 829-30 (M.D. Tenn. 1985). In addition, the defendant's final code copied the original copyrighted code 44 times. Id. at 822, 830.

201. See, for example, Plains Cotton Coop. v. Goodpasture Computer Serv., Inc., 807 F.2d 1256, 1262 (5th Cir. 1987) (declining to follow Whelan because the similarities in the computer programs were dictated by externalities of the cotton market); NEC Corp. v. Intel Corp., 10 U.S.P.Q.2d 1177, 1183-89 (N.D. Cal. 1989) (recognizing that it was permissible to disassemble and use information in an effort to develop a separate microcode). Although one conceivably could distinguish Plains Cotton and NEC by external constraints (for example, the cotton market or IBM personal computer architecture), user expectations are external restraints on many other software programs such as the hardware constraint—the Genesis console—in the Sega case. See also E.F. Johnson Co. v. Uniden Corp. of Am., 623 F. Supp. 1485, 1502 (D. Minn. 1985) (holding...
contention that Atari merely incorporated unnecessary instructions to guarantee future compatibility.\textsuperscript{202} The court approved the necessary reproduction of protectable expression.\textsuperscript{203} With its holding, the Federal Circuit indirectly agreed that reverse engineering is permissible for the purpose of immediate interoperability. Thus, the trend appears to be in the more progressive direction of allowing reverse engineering for the purpose of independently developing interoperable software.\textsuperscript{204}

Some commentaters fear that a doctrine allowing reverse engineering to achieve interoperability will be abused and result in industry-wide piracy.\textsuperscript{205} Reverse engineering of software for piracy purposes clearly is unfair and inappropriate, and courts should continue to prohibit it. When a programmer both independently creates a computer program and reverse engineers another system solely to discern the interface specifications and protocols required to make the two programs compatible, however, the free-rider problem does not arise.\textsuperscript{206}

Rejecting the maxi-protectionist views adhered to by United States courts, the European Economic Community recently adopted the Council Directive on the Legal Protection of Computer Programs ("the Directive") to protect computer programs under the copyright paradigm.\textsuperscript{207} This legislation allows decompilation, but only when it is absolutely necessary to achieve interoperability of an independently
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\textsuperscript{202} Atari, 975 F.2d at 845.

\textsuperscript{203} Id. at 843, 844.

\textsuperscript{204} The Ninth Circuit came the closest to this trend in Sega. The court accepted the need for interoperability in one fell swoop and said little more about the issue. See Sega, 977 F.2d at 1524-26. See also Atari, 975 F.2d at 842-43. Leading copyright scholars believe that studying and copying software for the purpose of developing a compatible computer program is fair use even if the resulting programs compete. LaST Frontier Report, 30 Jurimetrics J. at 25 (cited in note 52). See generally Brief Amicus Curiae 1, reprinted in 33 Jurimetrics J. 147 (cited in note 1).

\textsuperscript{205} Clapes, Lynch, and Steinberg, 34 U.C.L.A. L. Rev. at 1499-1510, 1575-76 (cited in note 11). Software piracy is widespread because it is quick and easy, and the cost of creating software is much greater than the cost of copying it. Samuelson, 1984 Duke L. J. at 689-91 (cited in note 19). The prevalence of piracy and the great cost to the producers demonstrate the difficulties of using copyright law to protect software. Id. at 692. See also Dennis S. Karjala, Copyright, Computer Software, and the New Protectionism, 28 Jurimetrics J. 33 (1987) (advocating only as much protection of software as is necessary to prevent piracy).

\textsuperscript{206} See Jacobs, 30 Jurimetrics J. at 102 (cited in note 28). Note that the Whelan decision does not address independent development of software. See Whelan Assoc., Inc. v. Jaslow Dental Lab, Inc., 797 F.2d 1222 (3d Cir. 1986).

created computer program. Although the Directive is a step in the right direction, even a broad interpretation may hinder competition because of the narrow circumstances under which reverse engineering is permitted. Thus, only the larger software producers who already dominate the market benefit. The closest thing to the Directive’s interoperability exception in the Copyright Act is the fair use doctrine of Section 107, which United States courts have not interpreted as directly including reverse engineering for interoperability. The United States, however, would benefit nationally and internationally by adopting a clear and definite doctrine that generally permits reverse engineering for the purpose of independently developing interoperable software that is not substantially similar to the original copyrighted program.

C. Permitting Analysis Versus Granting Patent-Like Protection

When a programmer wants to identify the unprotectable, underlying ideas and functions of a computer program, that programmer must reverse engineer the program for analysis purposes. If reverse engineering of computer programs is not allowed for this purpose, then, under the rubric of copyright, the rights in a work’s underlying ideas will exceed those rights conferred by copyright law.

209. The three prerequisites to qualify for the decompilation exception are that (1) the copier must have a right to use the program under analysis, (2) the needed information must be unavailable, and (3) one must limit decompilation to the part required for interoperability. Id. The first requisite is reasonable, but the other two are overly restrictive because they prohibit access to underlying ideas if interface specifications and protocols are available. Furthermore, it usually is impractical to limit reverse engineering to the interoperable parts because the competitor typically cannot distinguish the parts of the program from each other. See generally Linda G. Morrison, Note, The EC Directive on the Legal Protection of Computer Programs: Does It Leave Room for Reverse Engineering Beyond the Need for Interoperability?, 25 Vand. J. Transnat’l L. 293 (1992).

The debates that arose prior to the final adoption of the Directive focused on the reverse engineering exception to the exclusive right of reproduction of computer programs. Thus, the Directive’s position on reverse engineering actually is a compromise that only allows decompilation for compatibility purposes.

210. The Directive does not have an exception resembling the fair use doctrine. In fact, Article Six of the Directive likely will be more strict than the fair use doctrine in some cases, although the Directive can be varied by contract. Czarnota and Hart, Legal Protection of Computer Programs at 126 (cited in note 207).

211. Corrected Opposition of Accolade at 13, reprinted in 15 Computer L. Rep. at 601 (cited in note 72). In its brief for the Ninth Circuit, Accolade explained how the District Court ruling misuses patent law: "What Sega is seeking here is patent law protection with a patent [by] trying to use the copyright and trademark laws to monopolize the idea of how the Genesis works." Appellants Opening Brief 9, Sega Enter. Ltd. v. Accolade, Inc., 977 F.2d 1510 (9th Cir. 1992) (No. 92-15655), reprinted in 15 Computer L. Rep. 976, 984 (1992). See also text accompanying note 174. Patent law grants the right to prohibit reverse engineering to patent holders, but this right exists for less time than a work is protected under copyright.
The codification of the idea-expression dichotomy in Section 102 of the Copyright Act indicates that Congress intended that only a patent can or should prohibit the use of an idea.\footnote{Bonito Boats, Inc. v. Thunder Craft Boats, Inc., 489 U.S. 141, 168 (1989) (quoting Lear, Inc. v. Adkins, 395 U.S. 653, 656 (1969)) (stating that "[l]by offering patent-like protection for ideas deemed unprotected under the present federal scheme, the Florida statute conflicts with the 'strong federal policy favoring free competition in ideas which do not merit patent protection').} Patented products receive more protection than copyrighted works, but the patent requirements of novelty, usefulness, and non-obviousness\footnote{35 U.S.C. §§ 101-103 (1988).} are significantly harder to meet than the copyright requirements. In addition, patents are granted for a much shorter duration.\footnote{Patents exist for 17 years. 35 U.S.C. § 154 (1988). A copyright extends for the life of the owner plus 28, 50, or 56 years. 17 U.S.C. §§ 301-305 (1988 & Supp. 1992).}

Restrictions on the reverse engineering of computer programs create a virtual long-term patent under the Copyright Act but without the strict requirements of patents. If no aspect of the program may be copied, then no one will be able to access its nonvisible, underlying functions and ideas. Essentially, the program will receive the same protection as a patent, but for much longer than the patent laws provide. Furthermore, it generally is inappropriate to afford computer programs patent-like protection because the development of computer programs does not require the same level of investment as industrial products.\footnote{Although the development of software can be very expensive and time-consuming, the development of a patentable industrial product often requires additional time, money, and intellect: someone must generate an idea for a product, make and test prototypes, purchase and alter the machinery and equipment required to mass produce the product, and purchase the raw material to make the product.} In summary, patent-like protection for software provides too much protection. This kind of system circumvents the policies behind the patent and copyright laws that encourage public access to information.

The courts prior to Sega and Atari essentially afforded computer programs patent-like protection under copyright law. Recently, some courts have approved of copying and decompiling computer programs to determine and analyze the underlying unprotected ideas when these processes are the only practical means of obtaining that information.\footnote{See, for example, NEC Corp. v. Intel Corp., 10 U.S.P.Q.2d 1177, 1189 (N.D. Cal. 1989); E.F. Johnson Co. v. Uniden Corp. of Am., 623 F. Supp. 1485, 1501 n.17 (D. Minn. 1989). The E.F. Johnson court specifically stated: The mere fact that defendant's engineers dumped, flow charted, and analyzed plaintiff's code does not, in and of itself, establish pirating. As both parties' witnesses admitted, dumping and analyzing competitors' codes is a standard practice in the industry. Had Uniden contented itself with surveying the general outline of the EFJ program, thereafter converting the scheme into detailed code through its own imagination, creativity, and independent thought, a claim of infringement would not have arisen.} By holding that reverse engineering of a computer
program for the purpose of determining its underlying ideas is fair use, both the Federal Circuit and the Ninth Circuit implicitly have agreed that reverse engineering for the purpose of analysis is permissible under certain circumstances.\textsuperscript{217} These courts have provided an alternative analysis that other courts should follow in the future.

\section*{D. Public Policy Concerns}

The United States copyright laws encourage people to build on the ideas and information contained in a work.\textsuperscript{218} It is not the copyright system but the patent laws that protect processes and methods of operation.\textsuperscript{219} An author may not enjoy patent protection by putting a method, process, or idea into an unintelligible form, seeking a copyright in the work, and then asserting infringement when someone else attempts to analyze those unprotected elements.\textsuperscript{220} Disallowing reverse engineering of computer programs for legitimate purposes circumvents the main public policy or goal of the copyright laws by hindering growth and access to unprotected ideas.\textsuperscript{221} Instead, this overprotection clearly gives much higher priority to the copyright laws' secondary purpose of rewarding authors.\textsuperscript{222}

If reverse engineering is disallowed, then software developers who wish to create legitimate, competitive, compatible products will face huge obstacles. For example, although a computer program may be written in a number of different ways, software often is dictated functionally such that most or all other versions are less efficient.\textsuperscript{223}

\textsuperscript{217} E.F. Johnson, 623 F. Supp. at 1501 n.17. But see Walt Disney Prod. v. Filmation Assoc., 628 F. Supp. 871, 875-77 (C.D. Cal. 1986) (holding that copies made in motion picture production could infringe the reproduction rights of the copyright owner of the original work). The district court in \textit{Atari} rejected the argument that analysis of a computer program to accomplish compatibility with a competitor's hardware is legal. \textit{Atari Games Corp. v. Nintendo of Am., Inc.}, 18 U.S.P.Q.2d 1935, 1939 (N.D. Cal. 1991), aff'd, 975 F.2d 832 (Fed. Cir. 1992) (holding that intermediate copying of copyrighted programs was an infringement). Even though the Federal Circuit affirmed the district court holding, the circuit court disagreed with the district court on this particular point. See \textit{Atari}, 975 F.2d at 842-44.

\textsuperscript{218} This fair use did not give Atari more than the right to understand the [security] program and to distinguish the protected from the unprotected elements. \textit{Atari}, 975 F.2d at 844.


\textsuperscript{220} \textit{Atari}, 975 F.2d at 842.

\textsuperscript{221} Register Report at 5 (cited in note 1). See also H.R. Rep. No. 94-1476 at 47-50 (cited in note 1).

\textsuperscript{222} See text accompanying note 1.

\textsuperscript{223} External technological constraints rather than personal expression frequently dictate the independent creation aspects and market value of functional works. Reichman, 43 Stan. L. Rev. at 963-64 (cited in note 52).
Yet the market demands fast, efficient software. In addition, one efficient method may become the standard. Thus, if the copyright given to computer programs is maxi-protectionist, then the first copyright owner effectively receives a monopoly for that particular system. This scheme produces two negative results. First, it leaves no room for competition because an inefficient product will have little market value and could lead to a proliferation of inefficient systems. In the end, consumers will suffer the most. Second, if courts disallow disassembly of computer programs, competitors probably will be unable to achieve full compatibility with other software and hardware. Those who copyright their software will defeat others’ attempts to create computer programs that are compatible with their system. This system eventually would lead to mini-monopolies.

This possibility introduces another important issue: whether hardware manufacturers may control the software products that end users may utilize with their particular hardware. By forbidding reverse engineering for the purpose of interoperability, consumers and competitors alike will not have legal access to the ideas and functions contained in most software. If a hardware or software vendor successfully restricts access to its interface specifications, then competitors will be unable to offer compatible software. Consumers will have to purchase all software for that vendor’s system at that vendor’s price. The Copyright Act does not envision this kind of monopoly.

Some commentators have argued that permitting decompilation would leave the software copyright owner with no lead time. This concern is valid only if reverse engineering is allowed for piracy. Furthermore, although reverse engineering may shorten lead time, it does not eliminate it altogether because the process of decompilation itself is so time-consuming. In many cases, the underlying ideas and functions rarely can be discerned absent either disclosure by the copyright owner or the ability to decompile programs for legitimate purposes because the guesswork required to obtain this information would take too long to be cost effective.

Unfortunately, some traditional features of copyright inhibit the achievement of compatibility in software. Additionally, strong intellectual property protection tends to retard formal
standardization, which otherwise could provide many benefits to consumers.

E. Identifying the Appropriate Paradigm for Software

Another important question is whether computer programs should continue to receive protection under copyright law or under a new sui generis law like the one enacted for semiconductor chip technology. Clearly, patent law is not the best paradigm in which to protect computer programs. Although the Patent Office grants
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228. Strong intellectual property protection tends to increase a company’s vested interest. Id. at 44. The effects on informal standardization are unknown. Id. But see Clapes, 15 Computer L. Rep. at 271-72 (cited in note 57).


Registration of a computer program only requires the deposit of the first and last 25 pages of source code and less than that if trade secrets are involved. 37 C.F.R. § 202.20(c)(2)(vi) (1992). The statute exempts registration of programs published in only machine-readable form from mandatory deposit requirements. 17 U.S.C. § 407 (1988). As a result of the Copyright Act of 1976, the concept of a public right of access is at odds with the automatic copyright protection that is provided for unpublished works from the moment of fixation. See 17 U.S.C. § 302(a).

One commentator has argued that use of the computer program by the public satisfies the access need. See William F. Patry, The Fair Use Privilege in Copyright Law 401 (B.N.A., 1985). Patry argues that “[t]he public's need for access to the copyrighted work is fully satisfied by the copyright owner's marketing of the original. A competitor who reverse engineers a copyrighted computer program is not at all interested in increasing that access; to the contrary, his only purpose is to get the public to purchase his work rather than the original thereby eliminating the market for the original.” Id. However, the denial of access to ideas in computer programs by prohibiting reverse engineering, which by definition involves intermediate copying in the software arena and is necessary to read and understand those ideas, violates the federal policy of copyright law to protect expression but not ideas.

As previously discussed, the copyright owner of a computer program effectively receives a patent to the object code because no one can access the underlying ideas embedded in the program. Furthermore, this refusal to disclose contravenes the purpose of the law: “[T]o promote the Progress of Science and useful Arts.” U.S. Const. Art. I, § 8, cl. 8. See also Feist, 111 S. Ct. at 1290:

To this end, copyright assures authors the right to their original expression, but encourages others to build freely upon the ideas and information conveyed by a work. This principle applies to all works of authorship. As applied to a factual compilation, assuming the absence of original written expression, only the compiler's selection and arrangement may be protected; the raw facts may be copied at will. This result is neither unfair nor unfortunate. It is the means by which copyright advances the progress of science and art.
patents for a limited number of computer programs, most programs do
not meet the requisite novelty, non-obviousness, or other standards
that are required to get a patent, because most programs usually
contain only incremental differences from previous programs. Several
scholars have explained that the danger of patent protection for
software is that it provides too much protection for too few computer
programs. Until recently, however, the copyright paradigm has
given too much protection for too many software designs. Certainly,
the recent developments of Sega, Atari, and Computer Associates
support the need for at least some change in the law regarding the
protection of computer programs.

1. Copyright Protection

Many courts have justified copying those parts of a computer
program that contain only the unprotected elements. The holdings
in Atari and Sega indicate that at least some modern courts are
willing to use the fair use defense for reverse engineering under
certain circumstances, such as for the purpose of developing a
separate but noninfringing program. Although the Supreme Court
could affirm these decisions and make them law throughout the
circuits, a Congressional mandate would provide more definite and
permanent guidelines. To clarify the requirements and application of
the doctrine under copyright law, therefore, Congress should amend
the Copyright Act as it did in 1980, if computer programs are to
remain in the copyright regime. Until recently, most scholars have
adhered to this view. Given all the backlog and gridlock in
Congress, modification of the current law may pass with greater ease
than the sui generis laws that commentators have proposed to date.

Courts and commentators have set forth additional reasons for
not creating sui generis protection for computer programs. First,
Congress has expanded copyright law numerous times to include new

231. Reichman, 42 Vand. L. Rev. at 698 (cited in note 3); John A. Kidwell, Software and
Semiconductors: Why Are We Confused?, 70 Minn. L. Rev. 533, 544-49 (1985).
233. See generally notes 73, 78, 99, and 110.
234. See, for example, Raskind, 47 U. Pitt. L. Rev. at 1175-82 (cited in note 230) (finding that
in 1986, prior to the Whelan decision, basic issues of software protection were being decided
effectively by the courts). See also note 242 for commentators who have rejected the sui generis
approach to protecting software.
235. See note 242; Raskind, 47 U. Pitt. L. Rev. at 1175-82 (cited in note 230).
236. The House Report for the SCPA presents similar reasons for protecting semiconductor
chips under copyright rather than a sui generis law. Semiconductor Chip Protection Act of 1984,
forms of expression and already has integrated computer programs into its fold. Next, because Congress should promote certainty and stability, the enactment of a new law would create an initial upheaval. Copyright law is well-established and gives guidance to copyright owners and users regarding their respective rights. Additionally, computer programs are more certain to obtain international protection if they are protected in the United States under the established copyright law. Furthermore, protecting software under sui generis laws would introduce more complexity into intellectual property law. Therefore, retaining protection of computer programs in copyright law also is more economical. However, although maintaining protection for computer programs under the copyright paradigm appears to be more expedient, it may cause more serious problems in the future.

2. Sui Generis Protection

The Sega, Atari, and Altai decisions represent a shift from the traditional application of full protection for computer programs toward utilization of the fair use defense under certain circumstances. To accomplish this change, the courts in each of these cases relaxed or applied the fair use factors to computer programs. Perhaps the lack of uniformity in applying the fair use doctrine is as strong an indicator as any that computer programs do not fit comfortably under the patent or copyright laws. For example, in the software context, the third fair use factor, which asks the courts to examine the amount and substantiality of the portion of the copyrighted work used, generally will weigh against the subsequent developer who almost always must make an intermediate copy of the computer program to extract unprotected ideas. Courts have altered the fair use defense in an effort to apply it to software; these alterations may be inappropriate for other works protected under the Copyright Act. If this trend continues, courts may erode the fair use doctrine further.

The multiple forms of protection sought for computer programs indicate that traditional copyright protection is inadequate for software. Software producers often attempt to obtain additional, differ-
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237. See generally Reichman, 17 U. Dayton L. Rev. at 797 (cited in note 118).
238. See Part III.C.3.
ent sets of exclusive rights through licensing agreements. Although Section 117 of the Copyright Act allows computer program users to adapt a computer program if necessary to use or archive it, this narrow exception does not permit reverse engineering for the purpose of analysis or achieving interoperability.

Computer programs are essentially utilitarian works in which creative expression only decreases efficiency. In this respect, they closely resemble semiconductor chips, which have been removed from the copyright law with a sui generis scheme, the Semiconductor Chip Protection Act of 1984 (SCPA). Several scholars have argued that computer programs are actually a distinctive kind of intellectual property that warrant a new law that would acknowledge these differences from traditional literary works. Computer programs are too machine-like to fit within copyright law and too much like a writing to fit within patent law. Giving copyright protection to computer programs disrupts the social bargain equilibrium of both patent and copyright laws. A sui generis law for computer programs would balance successfully public and private interests to reflect the economics of software protection instead of the general economic principles underlying copyright and patent laws. In addition, a sui generis law would eliminate the need to distort copyright law further to accommodate computer programs and similar technologies.

reverse engineering is permissible under trade secret law but that copyright infringement occurred as a result of copying a program in the process of studying its content).

240. Samuelson, 70 Minn. L. Rev. at 519 (cited in note 50).
243. Pamela Samuelson, Survey on the Patent/Copyright Interface for Computer Programs, 17 AIPLA Q. J. 173, 283 (1989). Computer programs are not well suited to traditional copyright protection because the important part of the program is the structure rather than the details that garnish the work.
244. Samuelson, 70 Minn. L. Rev. at 513 (cited in note 50).
245. Id. at 591-31.
The strongest argument for adopting a sui generis law for computer programs is the success of the SCPA.\footnote{246} The SCPA demonstrates the need for a sui generis law when a newly developed technology does not fit into patent or copyright law.\footnote{247} Legislative history indicates that Congress passed the SCPA to protect semiconductor chips because they are a utilitarian product that the Copyright Act could not protect appropriately.\footnote{248}

The SCPA designates reverse engineering as noninfringing copying of protected semiconductor chip products in certain situations.\footnote{249} This statutory provision indicates that Congress has accepted reverse engineering as a standard industry practice for the purpose of developing new products.\footnote{250} Apparently, the Copyright Office also hesitated to advocate the fair use doctrine to the semiconductor industry for several reasons: the Copyright Act does not extend to utilitarian works; copyright protection is not effective because the fair use defense cannot accommodate reverse engineering, an industry practice; and the Copyright Office feared the distortion of the fair use doctrine through efforts to accommodate reverse engineering.\footnote{251} The SCPA and its history, however, do not address the fair use defense for disassembly of object code.\footnote{252}

Several advocates have proposed that Congress reconsider the copyright protection of machine-readable computer programs.\footnote{253} Instead of extending copyright protection to software, Congress could adopt a sui generis approach for protecting computer programs in machine-readable form.\footnote{254} This new law should distinguish between piracy and legitimate reverse engineering for the purpose of analysis.

\footnote{246} 17 U.S.C. §§ 901 et seq. The SCPA is a marked departure from traditional copyright law based on the nature of the products involved. Congress did indicate its intent not to increase or decrease the scope of copyright law with the passage of SCPA. H.R. Rep. No. 98-781 at 28 (cited in note 236).

\footnote{247} Samuelson, 70 Minn. L. Rev. at 514 (cited in note 50). Congress created a sui generis law combining elements of patent, copyright, unfair competition, and trade secret laws to protect a new form of technology that did not fit neatly into any existing laws.

\footnote{248} H. R. Rep. No. 98-781 at 8-10 (cited in note 236).

\footnote{249} 17 U.S.C. § 906.

\footnote{250} Raskind, 70 Minn. L. Rev. at 385 (cited in note 69).

\footnote{251} Id. at 392-93.

\footnote{252} Professor Raskind analogizes the reverse engineering provision of the SCPA to the fair use doctrine of the Copyright Act. Id. at 399. By contrast, Professor Stern believes that the legislative history of the SCPA indicates that Congress did not intend reverse engineering to be considered fair use under copyright law. Stern, 15 Computer L. Rep. at 266 (cited in note 74). Professor Stern refers to a version of the bill that was not enacted, however, and fails to recognize that the SCPA does not immunize all copying against liability for infringement.

\footnote{253} Samuelson, 70 Minn. L. Rev. at 471 (cited in note 50).

\footnote{254} Id. at 507-31. See also Samuelson, 1984 Duke L. J. at 692-705 (cited in note 20) (explaining and criticizing the CONTU Report).
or achieving interoperability.\textsuperscript{255} It also should adopt a slightly different test for infringement because the traditional test\textsuperscript{256} does not adequately identify infringement of software.\textsuperscript{257} Additionally, if Congress adopted sui generis protection for computer programs, it could establish a different set of exclusive rights that are tailored to this subject matter in order to balance more equitably the rights of software producers, software users, and the public.\textsuperscript{258} Indeed, it would be easier to grant different exclusive rights through a sui generis law than to modify existing legal standards.\textsuperscript{259} It also would be appropriate to grant the exclusive rights for a shorter duration because the commercial lifetime of a computer program usually is shorter than other literary works,\textsuperscript{260} therefore making earlier entry into the public domain desirable.\textsuperscript{261}

\section*{VI. CONCLUSION}

By upholding reverse engineering of computer programs under the defense of the fair use doctrine for the purpose of analysis of non-protected expression of ideas, two federal circuits have departed from

\begin{itemize}
  \item \textsuperscript{255} For example, it may be appropriate to allow reverse engineering of object code only if the object code is unavailable. In addition, courts could permit reverse engineering only for the purpose of analysis or to achieve interoperability requirements (determining interface specifications and protocols) with competing hardware or software systems. In addition to requiring a legitimate purpose, the law could require a substantial showing of effort and investment.
  \item \textsuperscript{256} The traditional test for infringement is whether a lay observer would regard the two works as substantially similar enough to conclude that expression has been appropriated. \textit{3 Nimmer on Copyright} § 13.03[E][1][a] at 13-75 to -76 (cited in note 1). The problem with this approach is that most lay observers are computer illiterate and thus may find substantial similarity where it does not exist or fail to find it where it does exist. Thus, Nimmer advocates a design or pattern theory to determine infringement of computer programs: a "comprehensive nonliteral similarity" constitutes copyright infringement. \textit{Id.} § 13.03[A][1] at 13-25 to -28. Recently he has suggested a "successive filtering" test, which is more along the lines of the \textit{Computer Assoc. Int'l} test. \textit{Id.} § 13.03[F] at 13-78.28 to -78.30.
  \item \textsuperscript{257} \textit{Samuelson, 70 Minn. L. Rev.} at 525 (cited in note 50) (stating that the substantial similarity portion of the test is appropriate).
  \item \textsuperscript{258} \textit{Id.} at 519-20. Professor Samuelson recommends the following exclusive rights: the right for software developers to make and distribute copies of the protected program (currently done in copyright law, patent law, and the SCPA) and a limited right to produce derivative works that do not include all material generated through the use of software (currently only the copyright paradigm provides this right in 17 U.S.C. § 103). \textit{Samuelson, 70 Minn. L. Rev.} at 520-23. She also recommends limits on patent-type exclusive rights by allowing the use of protected programs as tools to create additional works and allowing the modification of protected programs to the extent necessary to fulfill the intended purpose of the program. \textit{Id.} at 524.
  \item \textsuperscript{259} This observation is especially true if Congress decides not to include a provision giving exclusive rights to prepare derivative works.
  \item \textsuperscript{260} Hardware and software innovations occur so quickly that software rapidly becomes outdated. Even a shorter duration of protection would give the owner enough opportunity to recover investment expenses.
  \item \textsuperscript{261} If the duration of protection is too long, the software likely will be useless to the public.
\end{itemize}
the broad infringement requirement for software set forth by the Third Circuit in *Whelan*, which provided a high degree of protection to the copyright owners of computer programs. This shift to a less protectionist view requires courts to examine not only the general purpose and structure of a computer program but also the details of the software itself. This approach places a higher burden of proof on the plaintiff to show infringement, which arguably affects the author's right of control. Nonetheless, it certainly upholds the primary purpose of copyright law: to provide additional and higher quality products to the public.

Because the circuits are split on whether reverse engineering of software for analysis or interoperability purposes constitutes infringement, the Supreme Court may grant certiorari in the near future. The Court's guidance is necessary given the national market of most hardware and software vendors. It is unlikely that the Supreme Court would permit reverse engineering when the final product is substantially similar to the original work. Should the Supreme Court grant certiori to one of these cases, the Justices should address carefully both the analysis and interoperability issues of reverse engineering.

With the rapidly growing technological changes in the computer industry, the law surrounding these issues will continue to develop. If these laws remain inconsistent, they will cause great confusion to consumers and likely will have a negative effect on the market for such products. Thus, Congress either should amend the Copyright Act by adding a clear provision regarding the permissibility of reverse engineering for the purposes of analysis and achieving interoperability or create a tailored sui generis law that would be useful for many years to come. Not only is there a need for uniformity within the United States, but the United States also needs to consider carefully the movements of other industrialized countries with regard to the limits on exclusive copyright protection for computer software.

*S. Carran Daughtrey*